Abstract—Release engineering involves code development, integration, testing, and software delivery. It has been widely applied to deliver high-quality software to users. While release engineering is a widespread practice in the software industry, there have been very few studies on the release engineering pipeline of scientific software. To shorten this gap, we present a case study in this paper to show a GitHub-driven release workflow on SWMM2PEST, a software system automating parameter calibration for the U.S. EPA’s Storm Water Management Model (SWMM). Moreover, we analyze software version updates and requirements changes to develop strategies for improving the ongoing releases. The feasibility of improvement strategies is demonstrated by our consecutively released versions of SWMM2PEST. The results offered insights into the continuous release of scientific software.
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I. INTRODUCTION

Release engineering is the discipline of code integration, build, test execution, deployment, and delivery of high-quality software releases to users [1]. It is of great importance to link the design and development of the software with the use and maintenance of the finished product. A growing number of cases shows that release engineering is becoming an increasingly common practice in the software development industry. For example, Schermann et al. [2] review continuous experimentation of industrial products by using the release engineering pipeline. One purpose of such experimentation is to collect practical usage feedback from new versions’ users that give assistance to guide decisions about future releases. Continuous integration is a widely used development practice in the software development industry. Adopting this practice, the project team often performs integration and deployment in terms of development and release work, shortening the release cycle and improving software quality [3]. Nevertheless, little attention has been paid to the study of the release engineering pipeline in scientific software.

Drawing from our ongoing research of scientific software testing [4], we propose to release scientific software by using the release engineering pipeline. Specifically, we collect issues and relevant topics from user feedback to better understand user requirements. These issues and topics are then analyzed to improve our release process. The lessons provided by this paper are twofold: (1) We show how to release scientific software in GitHub through a case study; and (2) We illustrate the strategies of improving the quality of scientific software and its releases through detailed analyses.

The remainder of the paper is organized as follows. Section 2 reviews related work and describes the scientific software systems on which our release work is based. Section 3 details our release process. Section 4 presents the release improvements. Section 5 discusses the implications of our work, and finally, Section 6 concludes the paper.

II. BACKGROUND AND RELATED WORK

A. Releasing Scientific Software

Kelly [5] describes scientific software by three characteristics: (1) it is developed to answer a scientific question; (2) it relies on close involvement of expert(s) in its scientific domain; and (3) it provides results to be examined by the person who needs to answer the question. Examples of scientific software are weather prediction models, fluid mechanics models, water quality models, etc. When applying release engineering to scientific software, some processes may be distinct from non-scientific software. For example, at the phase of testing, developers of scientific software frequently face the oracle problem and hence metamorphic testing (MT) can be employed [6].

Scientists often develop their own software for research for a relatively small user set [7], which may not be well documented and debugged for general use of others [5]. Basic software engineering tools (e.g., version control systems) can help ensure that scientific software releases achieve expected levels of quality and reliability.
With more than 96 million active repositories, GitHub is a popular version control platform and internet hosting service for open-source software projects. Scientific programming projects are fast growing on the GitHub platform. Utilizing the GitHub platform serves as a straightforward and convenient method for publishing scientific software.

B. SWMM2PEST

SWMM2PEST, the scientific software that we are releasing, is an integration of the SWMM and PEST scientific programs. The United States Environmental Protection Agency’s Storm Water Management Model (SWMM) is a dynamic rainfall-runoff simulation model that computes runoff quantity and quality from primarily urban areas [8].

The latest version of SWMM (5.1.013) was released in 2018. Its calculation engine is written in C and contains approximately 45,500 lines of code. The other integrated part of SWMM2PEST is PEST, which is a software package for automated parameter estimation [9]. PEST is written in FORTRAN and its latest release (version 15, in 2018) has around 210,000 lines of code.

Because scientific software, like SWMM, usually has many input parameters and is complicated and time-consuming to manually calibrate their values, SWMM2PEST is built to achieve the automatic calibration for SWMM parameters. Figure 1 depicts the systematic integration of the three software systems SWMM, PEST, and SWMM2PEST. The observation file contains observed results which can be used to calibrate SWMM parameters via PEST. SWMM2PEST will invoke SWMM and PEST for calibrating the parameters, attempting to set their values as close as possible to the observed values.

C. Metamorphic Testing

MT is a software testing technique used to alleviate the oracle problem [4]. An oracle refers to the mechanism for checking whether the program under test produces the expected output in different test cases [6]. The oracle may be unavailable or too expensive to obtain in scientific software.

When testing a program that computes the sine function, even if the precise output of \( \sin(1.2) \) is unknown, the relationship, \( \sin(1.2) = \sin(\pi - 1.2) \), which is called a metamorphic relation (MR), can be verified. MT checks whether the MR holds or not among multiple test cases and indicates the failure if there is any violation detected. Our ongoing work [4, 6] applies MT to test SWMM2PEST.

III. RELEASING SWMM2PEST

A. SWMM2PEST 1.0 to SWMM2PEST 2.0

Kamble developed SWMM2PEST 1.0 on the Windows platform with Python 3.5.4 and PyQt 5 to automate the calibration process of SWMM by integrating the essential modules of PEST [10]. This first version of SWMM2PEST was found to have many bugs, and the software underwent extensive testing, restructuring, and the addition of new features. As the difference shown in Table I, SWMM2PEST 2.0 has undergone major changes.

Kamble used GitHub mainly as a tool for version management. SWMM2PEST 1.0 [11] thus presents primarily source code in GitHub, with the README file specifying simple instructions and prerequisites. In contrast, SWMM2PEST 2.0 release [12] is a further development and informed by the literature [13], resulting the project repository having more complete content, including source code and a detailed readme file with a demo video to demonstrate the usability as well as various resource files and release notes.

B. Release Workflow

Figure 2 depicts our GitHub-driven release process. SWMM2PEST 2.0 was developed on local computers, run through automated tests, bug fixed, restructured, and enhanced with new features. After accomplishing the new version of SWMM2PEST, we released it to GitHub to make it downloadable and available to users.

Users involved into the release process as they may post feedback in GitHub repository including suggestions for the improvement of SWMM2PEST in terms of bugs and new features. We analyze such feedback to evaluate the software’s limitations and the feasibility of improvements. New versions of SWMM2PEST are typically released after an extended period of bug fixes, MT, and improvements. For
example, after users provided feedback on the requirements to integrate into the new version of SWMM, we released SWMM2PEST 2.1 by following this workflow, which fixed numerous bugs and added significant new features.

Our workflow will provide continuous benefits for releasing SWMM2PEST. One of those benefits is that releasing on the GitHub platform promotes communication between developers and users. Once issues are posted on GitHub, developers and users can view and respond directly.

IV. RELEASE IMPROVEMENTS

We propose a two-tiered strategy for future SWMM2PEST releases.

A. Changes between Versions

SWMM and PEST are continuously being updated, therefore SWMM2PEST will also need to work with the new versions of SWMM and PEST. Table II illustrates that as the release version of SWMM2PEST is updated, the newer version of SWMM and PEST are utilized. While we made many changes to the user interface from SWMM2PEST 1.0 to 2.0, we did only fine-tuning for PEST. The PEST version changed from 13.3 to 14.2 required minor changes to the code that calls PEST and the PEST configuration file.

Correspondingly, during the version change from SWMM2PEST 2.0 to SWMM2PEST 2.1, SWMM has been updated directly from version 5.1.10 to 5.1.13. The behaviors of SWMM are noticeably different between these two versions. As Figure 3 shows, when running SWMM 5.1.10 and SWMM 5.1.13 on exactly the same dataset, their outputs are not identical. First, the format of the date has changed (e.g., date JAN-06-2009 in SWMM 5.1.10 versus 01/06/2009 in SWMM 5.1.13). In addition, the position and the accuracy of parameters in the output file varied (e.g., the accuracy of parameter SurfaceInfil in SWMM 5.1.10 is 5 decimal places and in SWMM 5.1.13 is 3 decimal places). The name of some parameters differed between the two versions (e.g., one parameter name in SWMM 5.1.10 is StorageDepth, which is called StorageLevel in SWMM 5.1.13). Further, the number of parameters in the output file is not the same (11 different output parameters in SWMM 5.1.10 versus 15 in SWMM 5.1.13). For these SWMM changes, the corresponding adaptations must be made in SWMM2PEST to allow the integrated software solution to run successfully.

The update of the integrated software will promote the new release of SWMM2PEST. In the process of software release, detailing the integration software information will not only help users better understand and deploy the software, but also can assist developers in discovering version errors if the release fails.

B. Improvements as Requirements Change

The software requirements specification (SRS) lays out non-functional and functional requirements. When the requirements of the stakeholders change, the software needs to be revised as well, contributing to the new version release.

There are many requirements changes during the update of SWMM2PEST from version 1.0 to 2.0. For example, as shown in Figure 4, restructuring the user interface (UI) of parameter selection is one of the non-functional requirements changes. In SWMM2PEST 1.0, the main interface and the parameter selection interface are separated. If the user expects to select a parameter for calibration, two more interfaces are required to be popped up to achieve this operation. If multiple parameters are to be calibrated, then the user has to repeatedly open and close interfaces. The parameter-input interface performs data input, however, once it is closed, the selected parameters and the inputted calibration range will become invisible. This UI structure not only makes the operation cumbersome but also prone to errors, such as lack of input parameters or incorrectly selected parameters to be calibrated. Therefore, a new non-functional requirement is warranted. To satisfy this change, we restructured and combined the main UI with the PEST configuration file.

Correspondingly, during the version change from SWMM2PEST 2.0 to SWMM2PEST 2.1, SWMM has been updated directly from version 5.1.10 to 5.1.13. The behaviors of SWMM are noticeably different between these two versions. As Figure 3 shows, when running SWMM 5.1.10 and SWMM 5.1.13 on exactly the same dataset, their outputs are not identical. First, the format of the date has changed (e.g., date JAN-06-2009 in SWMM 5.1.10 versus 01/06/2009 in SWMM 5.1.13). In addition, the position and the accuracy of parameters in the output file varied (e.g., the accuracy of parameter SurfaceInfil in SWMM 5.1.10 is 5 decimal places and in SWMM 5.1.13 is 3 decimal places). The name of some parameters differed between the two versions (e.g., one parameter name in SWMM 5.1.10 is StorageDepth, which is called StorageLevel in SWMM 5.1.13). Further, the number of parameters in the output file is not the same (11 different output parameters in SWMM 5.1.10 versus 15 in SWMM 5.1.13). For these SWMM changes, the corresponding adaptations must be made in SWMM2PEST to allow the integrated software solution to run successfully.

The update of the integrated software will promote the new release of SWMM2PEST. In the process of software release, detailing the integration software information will not only help users better understand and deploy the software, but also can assist developers in discovering version errors if the release fails.

B. Improvements as Requirements Change

The software requirements specification (SRS) lays out non-functional and functional requirements. When the requirements of the stakeholders change, the software needs to be revised as well, contributing to the new version release.

There are many requirements changes during the update of SWMM2PEST from version 1.0 to 2.0. For example, as shown in Figure 4, restructuring the user interface (UI) of parameter selection is one of the non-functional requirements changes. In SWMM2PEST 1.0, the main interface and the parameter selection interface are separated. If the user expects to select a parameter for calibration, two more interfaces are required to be popped up to achieve this operation. If multiple parameters are to be calibrated, then the user has to repeatedly open and close interfaces. The parameter-input interface performs data input, however, once it is closed, the selected parameters and the inputted calibration range will become invisible. This UI structure not only makes the operation cumbersome but also prone to errors, such as lack of input parameters or incorrectly selected parameters to be calibrated. Therefore, a new non-functional requirement is warranted. To satisfy this change, we restructured and combined the main UI with the PEST configuration file.

Correspondingly, during the version change from SWMM2PEST 2.0 to SWMM2PEST 2.1, SWMM has been updated directly from version 5.1.10 to 5.1.13. The behaviors of SWMM are noticeably different between these two versions. As Figure 3 shows, when running SWMM 5.1.10 and SWMM 5.1.13 on exactly the same dataset, their outputs are not identical. First, the format of the date has changed (e.g., date JAN-06-2009 in SWMM 5.1.10 versus 01/06/2009 in SWMM 5.1.13). In addition, the position and the accuracy of parameters in the output file varied (e.g., the accuracy of parameter SurfaceInfil in SWMM 5.1.10 is 5 decimal places and in SWMM 5.1.13 is 3 decimal places). The name of some parameters differed between the two versions (e.g., one parameter name in SWMM 5.1.10 is StorageDepth, which is called StorageLevel in SWMM 5.1.13). Further, the number of parameters in the output file is not the same (11 different output parameters in SWMM 5.1.10 versus 15 in SWMM 5.1.13). For these SWMM changes, the corresponding adaptations must be made in SWMM2PEST to allow the integrated software solution to run successfully.
the software closer to users’ need, and improve the quality of releases.

V. DISCUSSION

One of the limitations is that our main concern with a continuous release is to improve the software, yet we lack a sufficient number of released versions to assess the effectiveness of our pipeline. An example is our software upgrade from SWMM2PEST 2.0 to SWMM2PEST 2.1. While the upgrade matches the new version of SWMM, adds new features to satisfy SWMM changes, and hopefully improves the software’s functional quality, there has not been enough time to determine how much it actually improved quality and user satisfaction.

We shared three most important lessons learned from releasing scientific software as follows.

- **Release as required.** To meet stakeholders’ operational needs in the software, we developed a new UI structure as shown in Figure 4, and released SWMM2PEST 2.0 to facilitate the use of software. Intuitively, a new release becomes necessary when requirements or requests of critical functional requirements changes emerged.

- **Connector versus connectee release.** Our released scientific software is integrated with two software systems. As shown in Table II, although the new release of PEST from version 13.3 to 14.4 has less impact on the SWMM2PEST, the update of SWMM from version 5.1.10 to 5.1.13 necessitated significant modifications on SWMM2PEST to make it compatible with SWMM 5.1.13 output. The release of SWMM2PEST 2.1 to accommodate the updates in SWMM motivated us to develop a new release strategy.

- **Release to help automated testing.** We integrated our ongoing work of MT in a way to support automated testing of SWMM2PEST [4, 6]. MT is based on the construction of MRs. The newly released version can help with building diversity relations, which will benefit more comprehensive software testing.

VI. CONCLUSIONS

In this paper, we provided the process of releasing scientific software in GitHub by demonstrating a release of SWMM2PEST to GitHub after testing and refinement as well as its continuous release of subsequent versions. In addition, through analysis of the differences between versions and changes in requirements, we developed our ideas for improving ongoing releases.

Our future work includes further investigating other repositories to improve the quality of ongoing releases, the software and accompanying release documents, and user satisfaction. Given the continuous release of SWMM2PEST, we expect to receive more comprehensive user feedback and other developers’ opinions to improve our software.
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